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Motivation Our Method: Neural Point Processes (NPPs)
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LMSE(ω,D) =
n∑

i=1

Li∑

ω=1

(
f
p(ω)
i
(xi;ω)→ y(ω)i

)2
=

n∑

i=1

↑fPi(xi;ω)→ yi↑22

Challenge: how to generalize from sparse supervision?

 Many real-world tasks only provide labels at a small subset of pixels. Some examples are:

 The goal is pixel-wise regression: to learn a model that predicts the continuous label value at every 
pixel location, based only on the image and the sparse supervision

Bringing structure to sparse pixel-wise regression

Base approach: minimize the Euclidean error only at labeled points

Problem: Ignores spatial relationships between nearby pixels

Overview of NPP NPP approach: we introduce spatial correlations by modeling labels 
are modeled as a Gaussian Process (GP) over the DNN output

• We assume that for every point        , the corresponding label            
is given by:                                           

     where                                    is i.i.d noise, and              is a GP: 

• Encourage Smoothness • Accounts for proximity

Key insight: since NPPs model outputs as a Gaussian Process, we enable test-time updates

The NPP method:
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LNPP(ω, ω;D) =
1

2

n∑

i=1

[
log

∣∣k(Pi,Pi; ω) + 2ε2
0I
∣∣+ (yi → fPi(xi; ϑ))

→ (
k(Pi,Pi; ω) + ε2

0I
)↑1

(yi → fPi(xi; ϑ))

]

Kernel Regularization Term                                                              Squared Mahalanobis distance

PSD Covariance 
matrix of the GP

Additional 
noise term

Metrics
• MSE ↓: Measures the average squared difference between predicted and true value
• R2 ↑: Measures how well predictions explain the variance in the true data

 NPPs consistently outperform standard MSE baselines, NP, and ConvNP, especially in sparse label settings 
and when partial labels are available at inference time — a setup we refer to as partial label revelation, where 
some ground truth labels are revealed during inference to improve prediction accuracy across methods
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Table 3: Experiment results for methods that use labels (ConvNP, NP, NPP-GP) and those that do not (Plain, NPP) on four
datasets. The best metrics are marked as Bold. The table compares MSE and R

2 metrics in the regression setting with
no label given and the label revelation setting where we incorporate labels in inference time. We observe that across all
datasets and settings, NPP and NPP-GP remain the best in their settings (no label or partial label revelation) respectively
for most cases. For cases where the best performing methods are approximately tied (equal up to the 3-rd digit), we repeat
experiments with three runs from different seeds and report standard deviations in Appendix D.

Real-world

Datasets Rotterdam COWC Partial
Point pattern Grid Random Grid Random label revelation

Metric MSE → R
2

↑ MSE → R
2

↑ MSE → R
2

↑ MSE → R
2

↑

Sparse

Plain 1.79 ↓0.058 1.14 0.297 17.99 0.060 17.7 0.078
✁NPP (ours) 1.76 ↓0.046 0.834 0.437 4.89 0.767 7.77 0.594

NPP-GP (ours) 1.76 ↓0.046 0.833 0.437 4.86 0.769 7.65 0.600
✂NP 1.44 0.047 1.64 ↓0.027 14.0 0.263 15.9 0.171

ConvNP 0.725 ↓4.44 1.12 ↓8.10 16.6 ↓0.529 5.68 0.768

Dense

Plain 1.55 0.100 0.486 0.678 10.9 0.432 14.51 0.208
✁NPP (ours) 1.25 0.286 0.453 0.700 5.67 0.704 5.31 0.710

NPP-GP (ours) 1.25 0.287 0.443 0.707 5.60 0.706 5.02 0.726
✂NP 1.20 0.196 1.199 0.197 17.9 0.066 13.2 0.272

ConvNP 0.581 ↓7.27 0.344 0.379 19.7 ↓3.12 3.47 0.922

Synthetic

Datasets PMNIST Synthetic Heatmaps Partial
Point pattern Grid Random Grid Random label revelation

Metric MSE → R
2

↑ MSE → R
2

↑ MSE → R
2

↑ MSE → R
2

↑

Sparse

Plain 67.5 0.087 0.456 0.992 1298 ↓15.0 14192 ↓173
✁NPP (ours) 72.0 0.026 0.451 0.993 94.6 ↓0.164 27.1 0.666

NPP-GP (ours) 56.3 0.239 0.451 0.993 75.2 0.075 27.5 0.661
✂NP 78.2 ↓0.072 44.8 0.404 111 ↓0.381 104 ↓0.587

ConvNP 63.2 ↓19.4 29.7 0.293 79.8 ↓5.28 12.1 0.761

Dense

Plain 0.467 0.994 0.181 0.998 104 ↓0.28 27.1 0.666
✁NPP (ours) 0.307 0.996 0.128 0.998 94.6 ↓0.164 26.9 0.669

NPP-GP (ours) 0.300 0.996 0.120 0.999 74.71 0.081 26.9 0.669
✂NP 64.6 0.121 27.2 0.627 59.2 0.269 43.2 0.467

ConvNP 12.7 0.765 10.0 0.861 24.9 0.246 19.1 0.727

only predict labels in this partial label revelation setting.

A summary of optimal hyperparameters/design choices is
given in Table 8 in Appendix C of the supplement. Every
hyperparameter selection is based on the MSE loss over
the validation set (see Section 5.3). We explore the fol-
lowing common hyperparameters for all four methods. We
set the batch size to 32 and explore for the optimal ini-
tial learning rate within {0.0001, 0.001, 0.01}. We use the
Adam (Kingma and Ba, 2015) optimizer and decrease the
learning rate by 0.1↔ until 0.0001 if the validation loss
does not decrease for 5 epochs.

We also explore architectural choices for the first three
methods. We use two different architectures as neural net-
works f : a simple autoencoder (AE) Kramer (1991) and
an autoencoder combined with a DDPM feature extractor
Bonito et al. (2023). We use 3 variants of each approach
(in terms of layers) as candidate networks, and treat the op-
timal architecture (out of 6 in total) as a hyperparameter to
be tuned over the validation set. Additional details of these
architectures are provided in Appendix C. For NP, we use
the latent embedding architecture originally proposed by
Garnelo et al. (2018a). Finally, for ConvNP we follow the
corresponding implementation from the public Neural Pro-
cesses Family package (NPF) (Dubois et al., 2020).

W.r.t. NPP (and NPP-GP), we explore two kernels: an RBF
Kernel and an SM kernel (see Table 1). As mentioned in
Section 4.2, we have three approaches to model the ker-
nel parameters: (a) a static kernel, whose parameters ω are
learned via validation (b) a learnable kernel, whose param-
eters ω are treated as parameters learned via loss minimiza-
tion, and (c) a context-aware Kernel, whose parameters ω

are regressed from features xi. For approach (a) we explore
the length-scale parameter ε ↗ {0.01, 0.1, 0.2, 0.5, 1, 2, 5}

for RBF; the optimal value via validation is used as a start-
ing point for approach (b). For SM, which contains a large
number of parameters, we only explore the number of mix-
tures Q ↗ {1, . . . , 5} and learn remain parameters via (b);
in particular, we initialize the kernel with weights µq = 1

Q
and an identity matrix !q = I. We assume the noise is of
a magnitude of ϑ0 = 10→5. Finally, to implement the last
last approach (c), we add a fully connected layer to the the
encoder part of the AE to regress the parameters for the ker-
nel. We treat these approaches as hyperparameter choices,
with the optimal kernel choice (static, learned, or context-
aware) determined by MSE on the validation set. Note that
the same optimal values are also used in NPP-GP.

Partial Label Revelation Experiments: We evaluate model performance when a few point labels are 
revealed at inference time, enabling refined predictions

Medical Imaging                           Satellite Imaging                         Remote Sensing                      Air Pollution Data

Experiments

Dataset Point Distribution # Samples Width x Height # Labels Sparse # Labels Dense

Synthetic Heatmaps 
grid 1000 28 x 28 9 100

random 1000 28 x 28 10 100

Point MNIST
grid 1000 28 x 28 9 100

random 1000 28 x 28 10 100

Rotterdam
grid 1000 100 x 100 16 121

random 1000 100 x 100 10 100

COWC
grid 1000 200 x 200 81 529

random 1000 200 x 200 100 500
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Table 1: Common parametric kernels. Inputs x, y are assumed to be in Rd. Note that the RBF/Gaussian kernels are a
special case of the specral mixture kernel.

Name Kernel Function Parameters ω Dimension mω

Linear (Seeger, 2004) k(x, y) = x→AA→y embedding matrix A → Rd→d→
d ↑ d

↑

Polynomial (?) k(x, y) = (x→AA→y + c)d embedding matrix A → Rd→d→
, coeffi-

cient c → R, degree d → N
d ↑ d

↑ + 2

RBF (Seeger, 2004) k(x, y) = exp
(

→ ↑x↓y↑2

2ω2

)
length scale ε 1

Gaussian (?) k(x, y) = |!|
1
2

(2ε)d/2 exp
(

→ (x↓y)↑!(x↓y)
2

)
bandwidth matrix ! → Sd→d d→(d+1)

2

Rational Quadratic (Seeger, 2004) k(x, y) =
(

1 + ↑Ax↓Ay↑2

2ϑω2

)↓ϑ

shape ϑ > 0, length scale ε > 0, em-
bedding matrix A → Rd→d→

d ↑ d
↑ + 2

Spectral mixture (Wilson et al., 2016)
∑Q

q=1 aq
|!q|

1
2

(2ε)d/2 e↓ 1
2 ↑!1/2

q (x↓y)↑2 cos↑x → y, 2ωµq↓ mixture weights aq → [0, 1], diagonal
covariance matrices !q → Sd→d, fre-
quency vectors µq → Rd

Q ↑ (2d + 1)

at test time, the neural network can only make use of the
input x. If, however, we are given both x, and a few la-
beled points, we would like to exploit that information dur-
ing predictions; the neural network trained via Eq. (5) ig-
nores information provided by such labeled points.

4.2 Neural Point Processes

We address these two issues with our proposed neural point
processes, as illustrated in Figure 1b. Intuitively, we treat
the labels at every pixel as a Gaussian Process, whose
means are regressed by the neural network, and whose co-
variance is determined by a (known) kernel. An immediate
consequence is that point labels are now correlated; this not
only leads to a different estimation process than Eq. (5) but
also allows incorporating any available point labels at infer-
ence time in a principled fashion. Consider again a sample
image xi with a corresponding labeled point set (Pi, yi)
given by Eq. (4). We assume that, for point pi → [d1]↑[d2],
the corresponding label yi → R is given by:

yi = gi(pi) + ϖ, (6)

where ϖ ↓ N(0, ϱ
2
0) is i.i.d. noise, and gi(·) is a GP:

gi(·) ↓ GP(mi(·), ki(·, ·)), (7)

whose mean function mi : R2
↔ R and kernel function

ki(·, ·) are given by

mi(p) = fp(xi;ς) → R, ki(p, p↑) = k(p, p↑; ωi),
for p, p↑

→ [d1] ↑ [d2].
(8)

Thus, means are again the projections of the output of a
neural network f : Rd1→d2 ↑ Rmω ↔ Rd1→d2 parameter-
ized by ς, and k(·, ·) is a parametric positive semidefinite
kernel parameterized by ωi → Rmε such as, e.g., the RBF
kernel. Moreover, the kernel parameter may or may not
depend on the image xi as we have three regimes to com-
pute ωi. Additional examples of parametric kernel candi-
dates and their parameters are provided in Table 1. Under

this assumption, we can estimate model parameters from a
dataset D through maximum likelihood estimation (MLE):

Theorem 1. If (a) labels are generated according to
Eq. (6), with i.i.d. noise ϱ0, and (b) GPs gi given by Eq. (7)
are also independent across images, then the maximum
likelihood estimate of ς can be obtained by minimizing

LNPP(ς, ω; D) = 1
2

n∑

i=1

[
log |k(Pi,Pi;ω) + 2ϱ

2
0I|+ (9)

(yi↗fPi(xi; ς))↓(k(Pi,Pi;ω)+ϱ
2
0I)↔1(yi↗fPi(xi; ς))

]
.

where k(Pi,Pi;ω) → RLi→Li is the PSD covariance matrix
of GP gi over points Pi.

The proof can be found in Appendix A in the supplement.
We refer to Eq. (9) as the NPP loss. We observe that, com-
pared to standard MSE (Eq. (5)), which treats all residual
error terms equally in the Euclidean space, the error terms
are measured in the squared Mahalanobis distance, as im-
posed by the kernel/covariance matrix k(Pi, Pi; ω). In-
tuitively, this enforces correlations between the values of
points that are proximal. Parameter ϱ

2
0 that corresponds to

label noise can either be set to a small value, to ensure in-
vertibility or can be treated as a hyperparameter that can be
determined by measuring performance on a validation set.

We note there are several approaches to model the kernel
parameters ω: (a) Static Kernel: the parameters be treated
as hyperparameters, tuned on a validation set along with
ϱ0. (b) Learnable Kernel: alternatively, as the NPP loss
is differentiable w.r.t. ω, these can be estimated via gradi-
ent descent (GD) along with ς. Note that the second term
in Eq. (9) acts as an anisotropic regularization term in this
case. (c) Context-aware Kernel: finally, the kernel param-
eters can be regressed from the input as well. This is par-
ticularly useful in scenarios where each input image may
have distinct underlying spatial structures or correlations,
such as satellite images of different geographic regions.

Random Sparse                            Random Dense                                Grid Sparse                                     Grid Dense

Rotterdam                                   Point MNIST                          Synthetic Heatmaps                              COWC

Baselines Compared
•Plain: Standard MSE-trained network
•NP (Neural Processes) [Garnelo et al., 2018]
•ConvNP (Convolutional Neural Processes) 

[Gordon et al., 2020]
•NPP (Ours): Gaussian Process regularized training
•NPP-GP (Ours): NPP + posterior update with 

partial labels

Architectures (Plain, NPP, NPP-GP methods)
•AE (Autoencoder)
•DDPM + AE (Denoising Diffusion Probabilistic Model + AE) 

Kernel Strategies (NPP, NPP-GP methods)
•Static: Fixed kernel (e.g., RBF), tuned via validation
•Learnable: Kernel params optimized during training
•Context-aware: parameters regressed from the input
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 We fit a neural network (NN)                                        , parametrized by                     , that takes an input image  
and predicts values at all possible pixel locations 

Shi, Özcan, Sirera Perelló, Li, Shamsi, Ioannidis

rectly predicts labels for an arbitrarily sized subset of pix-
els simultaneously. Finally, and most importantly, models
in the neural process family only operate under the partial
label revelation setting (see Sec. 4.3): they require some
labeled samples to be revealed at inference time in order to
predict remaining labels. This is again in contrast to NPPs,
which can be used even when no such labels are available.

Diffusion models (Sohl-Dickstein et al., 2015; Ho et al.,
2020) reinforce correlations across nearby pixels through
diffusion operations within latent layers. Baranchuk et al.
(2022) propose using the diffusion model as a feature ex-
tractor for semantic segmentation when ground truth labels
are scarce. The authors build a fully connected network
as a pixel-wise classifier fed with pixel-level representa-
tions from a pre-trained Denoising Diffusion Probabilistic
Model (DDPM). Exploiting correlations in the input is or-
thogonal to our approach, which attempts to exploit cor-
relations in the output; to illustrate this, we use DDPMs
(Bandara et al., 2022) as a feature extractor in our imple-
mentation of NPPs during our experimentation.

3 Background: Gaussian Processes

A vector-valued random variable x → Rn is said to have a
multivariate normal (or Gaussian) distribution with mean
µ → Rn and covariance matrix ! → Rn→n (i.e., x ↑

N (µ,!)) if

p(x;µ,!) =
exp

(
↓

1
2 (x ↓ µ)T!↑1(x ↓ µ)

)

(2ω)n/2|!|1/2 , (1)

where ! is a symmetric and positive definite and |!| is
its determinant. A Gaussian Process (GP) is a stochas-
tic process comprising (potentially infinitely many) ran-
dom variables, such that any finite subcollection has a mul-
tivariate Gaussian distribution (Do and Lee, 2020; Ras-
mussen, 2003). Formally, a collection of random variables
{g(x) : x → X } indexed by set X is a GP with mean
function m(·) and a symmetric and positive semi-definite
covariance or kernel function k(·, ·) if for any finite set of
elements x1, . . . , xm → X , the associated finite set of ran-
dom variables g(x1), . . . , g(xm) are jointly distributed as:

[
g(x1)

...
g(xm)

]
↑N

([
m(x1)

...
m(xm)

]
,

[
k(x1,x1) ... k(x1,xm)

...
. . .

...
k(xm,x1) ... k(xm,xm)

])
. (2)

We denote this succinctly via: g(·) ↑ GP(m(·), k(·, ·)).
The above properties imply that, for any x, x↓

→ X ,

m(x) = E[g(x)], (3a)
k(x, x↓) = E[(g(x) ↓ m(x))(g(x↓) ↓ m(x↓))]. (3b)

4 LEARNING NEURAL POINT
PROCESSES

We introduce the problem of sparse pixel-wise regression,
defining first MSE estimation in this context. We then in-
troduce NPPs and apply them to this setting.

4.1 Problem Formulation

For the purposes of our analysis, a point is an element in
R2, and a point set A ↔ R2 is a finite collection of points.1
As illustrated in Figure 1a, we are given images and a set
of labeled points (i.e., pixels) in them: our goal is to regress
the label at any given point from the corresponding source
image. Images could correspond to, e.g., a satellite im-
age of a specific location, or any other 2d representation of
a geographic area (e.g., a temperature or traffic map) and
points could correspond to values of measurements col-
lected at different coordinates (such as, e.g., air pollution,
humidity, cellphone signal quality, etc.) by geographically
dispersed sensors. Formally, we consider a dataset of n

images xi → Rd1→d2 , where i → [n].2 Each image xi is
associated with a labeled point set (Pi, yi), where

Pi = [p(1)
i , . . . , p(Li)

i ] and yi = [y(1)
i , . . . , y

(Li)
i ]. (4)

Here, p(ω)
i → [d1] ↗ [d2], ε → [Li], are a set of points (i.e.,

image pixels), and y
(ω)
i → R, ε → [Li], are the correspond-

ing labels. Note that each label is indexed by the point (i.e.,
pixel) at which it is measured. We denote the entire dataset
by D = {(xi, Pi, yi)}n

i=1.

A straightforward way to regress labeled point values from
an image is by fitting a neural network via, e.g., a mean
squared error (MSE) loss on the labeled points. Consider
a neural network f : Rd1→d2 ↗ Rmω ↘ Rd1→d2 , parame-
terized by ϑ → Rmω , that receives as input an image x and
produces the values where f(x; ϑ) → Rd1→d2 at all possi-
ble points p → [d1]↗ [d2]. Parameters ϑ can thus be learned
by minimizing:

LMSE(ϑ, D) =
∑n

i=1
∑Li

ω=1
(
f

p(ε)
i

(xi; ϑ) ↓ y
(ω)
i

)2

=
∑n

i=1 ≃fPi(xi; ϑ) ↓ yi≃
2
2,

(5)

where by fPi(·; ·) we denote the restriction/projection of
the output of the neural network to the coordinates Pi.
However, Eq. (5) does not consider potential spatial cor-
relations between nearby points. Such correlations may in-
deed manifest if, e.g., measurements occur at nearby loca-
tions. As a result, the neural network trained thusly might
have a poor bias/variance trade-off, failing to exploit cor-
relations due to proximity. An additional drawback is that,

1This can be thought of an instantiation of a point process (Da-
ley et al., 2003), which is a random map from every subset
S → Rd to N (counting the number of points in this set).

2We use the notation [k] ↑ {1, . . . , k} for k ↓ N.
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rectly predicts labels for an arbitrarily sized subset of pix-
els simultaneously. Finally, and most importantly, models
in the neural process family only operate under the partial
label revelation setting (see Sec. 4.3): they require some
labeled samples to be revealed at inference time in order to
predict remaining labels. This is again in contrast to NPPs,
which can be used even when no such labels are available.

Diffusion models (Sohl-Dickstein et al., 2015; Ho et al.,
2020) reinforce correlations across nearby pixels through
diffusion operations within latent layers. Baranchuk et al.
(2022) propose using the diffusion model as a feature ex-
tractor for semantic segmentation when ground truth labels
are scarce. The authors build a fully connected network
as a pixel-wise classifier fed with pixel-level representa-
tions from a pre-trained Denoising Diffusion Probabilistic
Model (DDPM). Exploiting correlations in the input is or-
thogonal to our approach, which attempts to exploit cor-
relations in the output; to illustrate this, we use DDPMs
(Bandara et al., 2022) as a feature extractor in our imple-
mentation of NPPs during our experimentation.

3 Background: Gaussian Processes

A vector-valued random variable x → Rn is said to have a
multivariate normal (or Gaussian) distribution with mean
µ → Rn and covariance matrix ! → Rn→n (i.e., x ↑

N (µ,!)) if

p(x;µ,!) =
exp

(
↓

1
2 (x ↓ µ)T!↑1(x ↓ µ)

)

(2ω)n/2|!|1/2 , (1)

where ! is a symmetric and positive definite and |!| is
its determinant. A Gaussian Process (GP) is a stochas-
tic process comprising (potentially infinitely many) ran-
dom variables, such that any finite subcollection has a mul-
tivariate Gaussian distribution (Do and Lee, 2020; Ras-
mussen, 2003). Formally, a collection of random variables
{g(x) : x → X } indexed by set X is a GP with mean
function m(·) and a symmetric and positive semi-definite
covariance or kernel function k(·, ·) if for any finite set of
elements x1, . . . , xm → X , the associated finite set of ran-
dom variables g(x1), . . . , g(xm) are jointly distributed as:

[
g(x1)

...
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])
. (2)

We denote this succinctly via: g(·) ↑ GP(m(·), k(·, ·)).
The above properties imply that, for any x, x↓

→ X ,

m(x) = E[g(x)], (3a)
k(x, x↓) = E[(g(x) ↓ m(x))(g(x↓) ↓ m(x↓))]. (3b)

4 LEARNING NEURAL POINT
PROCESSES

We introduce the problem of sparse pixel-wise regression,
defining first MSE estimation in this context. We then in-
troduce NPPs and apply them to this setting.

4.1 Problem Formulation

For the purposes of our analysis, a point is an element in
R2, and a point set A ↔ R2 is a finite collection of points.1
As illustrated in Figure 1a, we are given images and a set
of labeled points (i.e., pixels) in them: our goal is to regress
the label at any given point from the corresponding source
image. Images could correspond to, e.g., a satellite im-
age of a specific location, or any other 2d representation of
a geographic area (e.g., a temperature or traffic map) and
points could correspond to values of measurements col-
lected at different coordinates (such as, e.g., air pollution,
humidity, cellphone signal quality, etc.) by geographically
dispersed sensors. Formally, we consider a dataset of n

images xi → Rd1→d2 , where i → [n].2 Each image xi is
associated with a labeled point set (Pi, yi), where

Pi = [p(1)
i , . . . , p(Li)

i ] and yi = [y(1)
i , . . . , y

(Li)
i ]. (4)

Here, p(ω)
i → [d1] ↗ [d2], ε → [Li], are a set of points (i.e.,

image pixels), and y
(ω)
i → R, ε → [Li], are the correspond-

ing labels. Note that each label is indexed by the point (i.e.,
pixel) at which it is measured. We denote the entire dataset
by D = {(xi, Pi, yi)}n

i=1.

A straightforward way to regress labeled point values from
an image is by fitting a neural network via, e.g., a mean
squared error (MSE) loss on the labeled points. Consider
a neural network f : Rd1→d2 ↗ Rmω ↘ Rd1→d2 , parame-
terized by ϑ → Rmω , that receives as input an image x and
produces the values where f(x; ϑ) → Rd1→d2 at all possi-
ble points p → [d1]↗ [d2]. Parameters ϑ can thus be learned
by minimizing:
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(ω)
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=
∑n

i=1 ≃fPi(xi; ϑ) ↓ yi≃
2
2,

(5)

where by fPi(·; ·) we denote the restriction/projection of
the output of the neural network to the coordinates Pi.
However, Eq. (5) does not consider potential spatial cor-
relations between nearby points. Such correlations may in-
deed manifest if, e.g., measurements occur at nearby loca-
tions. As a result, the neural network trained thusly might
have a poor bias/variance trade-off, failing to exploit cor-
relations due to proximity. An additional drawback is that,

1This can be thought of an instantiation of a point process (Da-
ley et al., 2003), which is a random map from every subset
S → Rd to N (counting the number of points in this set).

2We use the notation [k] ↑ {1, . . . , k} for k ↓ N.
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Table 1: Common parametric kernels. Inputs x, y are assumed to be in Rd. Note that the RBF/Gaussian kernels are a
special case of the specral mixture kernel.

Name Kernel Function Parameters ω Dimension mω

Linear (Seeger, 2004) k(x, y) = x→AA→y embedding matrix A → Rd→d→
d ↑ d

↑

Polynomial (?) k(x, y) = (x→AA→y + c)d embedding matrix A → Rd→d→
, coeffi-

cient c → R, degree d → N
d ↑ d

↑ + 2

RBF (Seeger, 2004) k(x, y) = exp
(

→ ↑x↓y↑2

2ω2

)
length scale ε 1

Gaussian (?) k(x, y) = |!|
1
2

(2ε)d/2 exp
(

→ (x↓y)↑!(x↓y)
2

)
bandwidth matrix ! → Sd→d d→(d+1)

2

Rational Quadratic (Seeger, 2004) k(x, y) =
(

1 + ↑Ax↓Ay↑2

2ϑω2

)↓ϑ

shape ϑ > 0, length scale ε > 0, em-
bedding matrix A → Rd→d→

d ↑ d
↑ + 2

Spectral mixture (Wilson et al., 2016)
∑Q

q=1 aq
|!q|

1
2

(2ε)d/2 e↓ 1
2 ↑!1/2

q (x↓y)↑2 cos↑x → y, 2ωµq↓ mixture weights aq → [0, 1], diagonal
covariance matrices !q → Sd→d, fre-
quency vectors µq → Rd

Q ↑ (2d + 1)

at test time, the neural network can only make use of the
input x. If, however, we are given both x, and a few la-
beled points, we would like to exploit that information dur-
ing predictions; the neural network trained via Eq. (5) ig-
nores information provided by such labeled points.

4.2 Neural Point Processes

We address these two issues with our proposed neural point
processes, as illustrated in Figure 1b. Intuitively, we treat
the labels at every pixel as a Gaussian Process, whose
means are regressed by the neural network, and whose co-
variance is determined by a (known) kernel. An immediate
consequence is that point labels are now correlated; this not
only leads to a different estimation process than Eq. (5) but
also allows incorporating any available point labels at infer-
ence time in a principled fashion. Consider again a sample
image xi with a corresponding labeled point set (Pi, yi)
given by Eq. (4). We assume that, for point pi → [d1]↑[d2],
the corresponding label yi → R is given by:

yi = gi(pi) + ϖ, (6)

where ϖ ↓ N(0, ϱ
2
0) is i.i.d. noise, and gi(·) is a GP:

gi(·) ↓ GP(mi(·), ki(·, ·)), (7)

whose mean function mi : R2
↔ R and kernel function

ki(·, ·) are given by

mi(p) = fp(xi;ς) → R, ki(p, p↑) = k(p, p↑; ωi),
for p, p↑

→ [d1] ↑ [d2].
(8)

Thus, means are again the projections of the output of a
neural network f : Rd1→d2 ↑ Rmω ↔ Rd1→d2 parameter-
ized by ς, and k(·, ·) is a parametric positive semidefinite
kernel parameterized by ωi → Rmε such as, e.g., the RBF
kernel. Moreover, the kernel parameter may or may not
depend on the image xi as we have three regimes to com-
pute ωi. Additional examples of parametric kernel candi-
dates and their parameters are provided in Table 1. Under

this assumption, we can estimate model parameters from a
dataset D through maximum likelihood estimation (MLE):

Theorem 1. If (a) labels are generated according to
Eq. (6), with i.i.d. noise ϱ0, and (b) GPs gi given by Eq. (7)
are also independent across images, then the maximum
likelihood estimate of ς can be obtained by minimizing

LNPP(ς, ω; D) = 1
2

n∑

i=1

[
log |k(Pi,Pi;ω) + 2ϱ

2
0I|+ (9)

(yi↗fPi(xi; ς))↓(k(Pi,Pi;ω)+ϱ
2
0I)↔1(yi↗fPi(xi; ς))

]
.

where k(Pi,Pi;ω) → RLi→Li is the PSD covariance matrix
of GP gi over points Pi.

The proof can be found in Appendix A in the supplement.
We refer to Eq. (9) as the NPP loss. We observe that, com-
pared to standard MSE (Eq. (5)), which treats all residual
error terms equally in the Euclidean space, the error terms
are measured in the squared Mahalanobis distance, as im-
posed by the kernel/covariance matrix k(Pi, Pi; ω). In-
tuitively, this enforces correlations between the values of
points that are proximal. Parameter ϱ

2
0 that corresponds to

label noise can either be set to a small value, to ensure in-
vertibility or can be treated as a hyperparameter that can be
determined by measuring performance on a validation set.

We note there are several approaches to model the kernel
parameters ω: (a) Static Kernel: the parameters be treated
as hyperparameters, tuned on a validation set along with
ϱ0. (b) Learnable Kernel: alternatively, as the NPP loss
is differentiable w.r.t. ω, these can be estimated via gradi-
ent descent (GD) along with ς. Note that the second term
in Eq. (9) acts as an anisotropic regularization term in this
case. (c) Context-aware Kernel: finally, the kernel param-
eters can be regressed from the input as well. This is par-
ticularly useful in scenarios where each input image may
have distinct underlying spatial structures or correlations,
such as satellite images of different geographic regions.
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where k(Pi,Pi;ω) → RLi→Li is the PSD covariance matrix
of GP gi over points Pi.

The proof can be found in Appendix A in the supplement.
We refer to Eq. (9) as the NPP loss. We observe that, com-
pared to standard MSE (Eq. (5)), which treats all residual
error terms equally in the Euclidean space, the error terms
are measured in the squared Mahalanobis distance, as im-
posed by the kernel/covariance matrix k(Pi, Pi; ω). In-
tuitively, this enforces correlations between the values of
points that are proximal. Parameter ϱ

2
0 that corresponds to

label noise can either be set to a small value, to ensure in-
vertibility or can be treated as a hyperparameter that can be
determined by measuring performance on a validation set.

We note there are several approaches to model the kernel
parameters ω: (a) Static Kernel: the parameters be treated
as hyperparameters, tuned on a validation set along with
ϱ0. (b) Learnable Kernel: alternatively, as the NPP loss
is differentiable w.r.t. ω, these can be estimated via gradi-
ent descent (GD) along with ς. Note that the second term
in Eq. (9) acts as an anisotropic regularization term in this
case. (c) Context-aware Kernel: finally, the kernel param-
eters can be regressed from the input as well. This is par-
ticularly useful in scenarios where each input image may
have distinct underlying spatial structures or correlations,
such as satellite images of different geographic regions.

with mean function                                                             (output of the NN)

and kernel function                                                             (parametric PSD kernel)
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Table 1: Common parametric kernels. Inputs x, y are assumed to be in Rd. Note that the RBF/Gaussian kernels are a
special case of the specral mixture kernel.

Name Kernel Function Parameters ω Dimension mω

Linear (Seeger, 2004) k(x, y) = x→AA→y embedding matrix A → Rd→d→
d ↑ d

↑

Polynomial (?) k(x, y) = (x→AA→y + c)d embedding matrix A → Rd→d→
, coeffi-

cient c → R, degree d → N
d ↑ d

↑ + 2

RBF (Seeger, 2004) k(x, y) = exp
(

→ ↑x↓y↑2

2ω2

)
length scale ε 1

Gaussian (?) k(x, y) = |!|
1
2

(2ε)d/2 exp
(

→ (x↓y)↑!(x↓y)
2

)
bandwidth matrix ! → Sd→d d→(d+1)

2

Rational Quadratic (Seeger, 2004) k(x, y) =
(

1 + ↑Ax↓Ay↑2

2ϑω2

)↓ϑ

shape ϑ > 0, length scale ε > 0, em-
bedding matrix A → Rd→d→

d ↑ d
↑ + 2

Spectral mixture (Wilson et al., 2016)
∑Q

q=1 aq
|!q|

1
2

(2ε)d/2 e↓ 1
2 ↑!1/2

q (x↓y)↑2 cos↑x → y, 2ωµq↓ mixture weights aq → [0, 1], diagonal
covariance matrices !q → Sd→d, fre-
quency vectors µq → Rd

Q ↑ (2d + 1)

at test time, the neural network can only make use of the
input x. If, however, we are given both x, and a few la-
beled points, we would like to exploit that information dur-
ing predictions; the neural network trained via Eq. (5) ig-
nores information provided by such labeled points.

4.2 Neural Point Processes

We address these two issues with our proposed neural point
processes, as illustrated in Figure 1b. Intuitively, we treat
the labels at every pixel as a Gaussian Process, whose
means are regressed by the neural network, and whose co-
variance is determined by a (known) kernel. An immediate
consequence is that point labels are now correlated; this not
only leads to a different estimation process than Eq. (5) but
also allows incorporating any available point labels at infer-
ence time in a principled fashion. Consider again a sample
image xi with a corresponding labeled point set (Pi, yi)
given by Eq. (4). We assume that, for point pi → [d1]↑[d2],
the corresponding label yi → R is given by:

yi = gi(pi) + ϖ, (6)

where ϖ ↓ N(0, ϱ
2
0) is i.i.d. noise, and gi(·) is a GP:

gi(·) ↓ GP(mi(·), ki(·, ·)), (7)

whose mean function mi : R2
↔ R and kernel function

ki(·, ·) are given by

mi(p) = fp(xi;ς) → R, ki(p, p↑) = k(p, p↑; ωi),
for p, p↑

→ [d1] ↑ [d2].
(8)

Thus, means are again the projections of the output of a
neural network f : Rd1→d2 ↑ Rmω ↔ Rd1→d2 parameter-
ized by ς, and k(·, ·) is a parametric positive semidefinite
kernel parameterized by ωi → Rmε such as, e.g., the RBF
kernel. Moreover, the kernel parameter may or may not
depend on the image xi as we have three regimes to com-
pute ωi. Additional examples of parametric kernel candi-
dates and their parameters are provided in Table 1. Under

this assumption, we can estimate model parameters from a
dataset D through maximum likelihood estimation (MLE):

Theorem 1. If (a) labels are generated according to
Eq. (6), with i.i.d. noise ϱ0, and (b) GPs gi given by Eq. (7)
are also independent across images, then the maximum
likelihood estimate of ς can be obtained by minimizing

LNPP(ς, ω; D) = 1
2

n∑

i=1

[
log |k(Pi,Pi;ω) + 2ϱ

2
0I|+ (9)

(yi↗fPi(xi; ς))↓(k(Pi,Pi;ω)+ϱ
2
0I)↔1(yi↗fPi(xi; ς))

]
.

where k(Pi,Pi;ω) → RLi→Li is the PSD covariance matrix
of GP gi over points Pi.

The proof can be found in Appendix A in the supplement.
We refer to Eq. (9) as the NPP loss. We observe that, com-
pared to standard MSE (Eq. (5)), which treats all residual
error terms equally in the Euclidean space, the error terms
are measured in the squared Mahalanobis distance, as im-
posed by the kernel/covariance matrix k(Pi, Pi; ω). In-
tuitively, this enforces correlations between the values of
points that are proximal. Parameter ϱ

2
0 that corresponds to

label noise can either be set to a small value, to ensure in-
vertibility or can be treated as a hyperparameter that can be
determined by measuring performance on a validation set.

We note there are several approaches to model the kernel
parameters ω: (a) Static Kernel: the parameters be treated
as hyperparameters, tuned on a validation set along with
ϱ0. (b) Learnable Kernel: alternatively, as the NPP loss
is differentiable w.r.t. ω, these can be estimated via gradi-
ent descent (GD) along with ς. Note that the second term
in Eq. (9) acts as an anisotropic regularization term in this
case. (c) Context-aware Kernel: finally, the kernel param-
eters can be regressed from the input as well. This is par-
ticularly useful in scenarios where each input image may
have distinct underlying spatial structures or correlations,
such as satellite images of different geographic regions.
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Name Kernel Function Parameters ω Dimension mω

Linear (Seeger, 2004) k(x, y) = x→AA→y embedding matrix A → Rd→d→
d ↑ d

↑

Polynomial (?) k(x, y) = (x→AA→y + c)d embedding matrix A → Rd→d→
, coeffi-

cient c → R, degree d → N
d ↑ d

↑ + 2

RBF (Seeger, 2004) k(x, y) = exp
(

→ ↑x↓y↑2

2ω2

)
length scale ε 1

Gaussian (?) k(x, y) = |!|
1
2

(2ε)d/2 exp
(

→ (x↓y)↑!(x↓y)
2

)
bandwidth matrix ! → Sd→d d→(d+1)
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Rational Quadratic (Seeger, 2004) k(x, y) =
(

1 + ↑Ax↓Ay↑2

2ϑω2

)↓ϑ

shape ϑ > 0, length scale ε > 0, em-
bedding matrix A → Rd→d→

d ↑ d
↑ + 2

Spectral mixture (Wilson et al., 2016)
∑Q

q=1 aq
|!q|

1
2

(2ε)d/2 e↓ 1
2 ↑!1/2

q (x↓y)↑2 cos↑x → y, 2ωµq↓ mixture weights aq → [0, 1], diagonal
covariance matrices !q → Sd→d, fre-
quency vectors µq → Rd

Q ↑ (2d + 1)

at test time, the neural network can only make use of the
input x. If, however, we are given both x, and a few la-
beled points, we would like to exploit that information dur-
ing predictions; the neural network trained via Eq. (5) ig-
nores information provided by such labeled points.

4.2 Neural Point Processes

We address these two issues with our proposed neural point
processes, as illustrated in Figure 1b. Intuitively, we treat
the labels at every pixel as a Gaussian Process, whose
means are regressed by the neural network, and whose co-
variance is determined by a (known) kernel. An immediate
consequence is that point labels are now correlated; this not
only leads to a different estimation process than Eq. (5) but
also allows incorporating any available point labels at infer-
ence time in a principled fashion. Consider again a sample
image xi with a corresponding labeled point set (Pi, yi)
given by Eq. (4). We assume that, for point pi → [d1]↑[d2],
the corresponding label yi → R is given by:

yi = gi(pi) + ϖ, (6)

where ϖ ↓ N(0, ϱ
2
0) is i.i.d. noise, and gi(·) is a GP:

gi(·) ↓ GP(mi(·), ki(·, ·)), (7)

whose mean function mi : R2
↔ R and kernel function

ki(·, ·) are given by

mi(p) = fp(xi;ς) → R, ki(p, p↑) = k(p, p↑; ωi),
for p, p↑

→ [d1] ↑ [d2].
(8)

Thus, means are again the projections of the output of a
neural network f : Rd1→d2 ↑ Rmω ↔ Rd1→d2 parameter-
ized by ς, and k(·, ·) is a parametric positive semidefinite
kernel parameterized by ωi → Rmε such as, e.g., the RBF
kernel. Moreover, the kernel parameter may or may not
depend on the image xi as we have three regimes to com-
pute ωi. Additional examples of parametric kernel candi-
dates and their parameters are provided in Table 1. Under

this assumption, we can estimate model parameters from a
dataset D through maximum likelihood estimation (MLE):

Theorem 1. If (a) labels are generated according to
Eq. (6), with i.i.d. noise ϱ0, and (b) GPs gi given by Eq. (7)
are also independent across images, then the maximum
likelihood estimate of ς can be obtained by minimizing

LNPP(ς, ω; D) = 1
2

n∑

i=1

[
log |k(Pi,Pi;ω) + 2ϱ

2
0I|+ (9)

(yi↗fPi(xi; ς))↓(k(Pi,Pi;ω)+ϱ
2
0I)↔1(yi↗fPi(xi; ς))

]
.

where k(Pi,Pi;ω) → RLi→Li is the PSD covariance matrix
of GP gi over points Pi.

The proof can be found in Appendix A in the supplement.
We refer to Eq. (9) as the NPP loss. We observe that, com-
pared to standard MSE (Eq. (5)), which treats all residual
error terms equally in the Euclidean space, the error terms
are measured in the squared Mahalanobis distance, as im-
posed by the kernel/covariance matrix k(Pi, Pi; ω). In-
tuitively, this enforces correlations between the values of
points that are proximal. Parameter ϱ

2
0 that corresponds to

label noise can either be set to a small value, to ensure in-
vertibility or can be treated as a hyperparameter that can be
determined by measuring performance on a validation set.

We note there are several approaches to model the kernel
parameters ω: (a) Static Kernel: the parameters be treated
as hyperparameters, tuned on a validation set along with
ϱ0. (b) Learnable Kernel: alternatively, as the NPP loss
is differentiable w.r.t. ω, these can be estimated via gradi-
ent descent (GD) along with ς. Note that the second term
in Eq. (9) acts as an anisotropic regularization term in this
case. (c) Context-aware Kernel: finally, the kernel param-
eters can be regressed from the input as well. This is par-
ticularly useful in scenarios where each input image may
have distinct underlying spatial structures or correlations,
such as satellite images of different geographic regions.

 With this setup, we can obtain our MLE of       by minimizing:
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rectly predicts labels for an arbitrarily sized subset of pix-
els simultaneously. Finally, and most importantly, models
in the neural process family only operate under the partial
label revelation setting (see Sec. 4.3): they require some
labeled samples to be revealed at inference time in order to
predict remaining labels. This is again in contrast to NPPs,
which can be used even when no such labels are available.

Diffusion models (Sohl-Dickstein et al., 2015; Ho et al.,
2020) reinforce correlations across nearby pixels through
diffusion operations within latent layers. Baranchuk et al.
(2022) propose using the diffusion model as a feature ex-
tractor for semantic segmentation when ground truth labels
are scarce. The authors build a fully connected network
as a pixel-wise classifier fed with pixel-level representa-
tions from a pre-trained Denoising Diffusion Probabilistic
Model (DDPM). Exploiting correlations in the input is or-
thogonal to our approach, which attempts to exploit cor-
relations in the output; to illustrate this, we use DDPMs
(Bandara et al., 2022) as a feature extractor in our imple-
mentation of NPPs during our experimentation.

3 Background: Gaussian Processes

A vector-valued random variable x → Rn is said to have a
multivariate normal (or Gaussian) distribution with mean
µ → Rn and covariance matrix ! → Rn→n (i.e., x ↑

N (µ,!)) if

p(x;µ,!) =
exp

(
↓

1
2 (x ↓ µ)T!↑1(x ↓ µ)

)

(2ω)n/2|!|1/2 , (1)

where ! is a symmetric and positive definite and |!| is
its determinant. A Gaussian Process (GP) is a stochas-
tic process comprising (potentially infinitely many) ran-
dom variables, such that any finite subcollection has a mul-
tivariate Gaussian distribution (Do and Lee, 2020; Ras-
mussen, 2003). Formally, a collection of random variables
{g(x) : x → X } indexed by set X is a GP with mean
function m(·) and a symmetric and positive semi-definite
covariance or kernel function k(·, ·) if for any finite set of
elements x1, . . . , xm → X , the associated finite set of ran-
dom variables g(x1), . . . , g(xm) are jointly distributed as:

[
g(x1)

...
g(xm)

]
↑N

([
m(x1)

...
m(xm)

]
,

[
k(x1,x1) ... k(x1,xm)

...
. . .

...
k(xm,x1) ... k(xm,xm)

])
. (2)

We denote this succinctly via: g(·) ↑ GP(m(·), k(·, ·)).
The above properties imply that, for any x, x↓

→ X ,

m(x) = E[g(x)], (3a)
k(x, x↓) = E[(g(x) ↓ m(x))(g(x↓) ↓ m(x↓))]. (3b)

4 LEARNING NEURAL POINT
PROCESSES

We introduce the problem of sparse pixel-wise regression,
defining first MSE estimation in this context. We then in-
troduce NPPs and apply them to this setting.

4.1 Problem Formulation

For the purposes of our analysis, a point is an element in
R2, and a point set A ↔ R2 is a finite collection of points.1
As illustrated in Figure 1a, we are given images and a set
of labeled points (i.e., pixels) in them: our goal is to regress
the label at any given point from the corresponding source
image. Images could correspond to, e.g., a satellite im-
age of a specific location, or any other 2d representation of
a geographic area (e.g., a temperature or traffic map) and
points could correspond to values of measurements col-
lected at different coordinates (such as, e.g., air pollution,
humidity, cellphone signal quality, etc.) by geographically
dispersed sensors. Formally, we consider a dataset of n

images xi → Rd1→d2 , where i → [n].2 Each image xi is
associated with a labeled point set (Pi, yi), where

Pi = [p(1)
i , . . . , p(Li)

i ] and yi = [y(1)
i , . . . , y

(Li)
i ]. (4)

Here, p(ω)
i → [d1] ↗ [d2], ε → [Li], are a set of points (i.e.,

image pixels), and y
(ω)
i → R, ε → [Li], are the correspond-

ing labels. Note that each label is indexed by the point (i.e.,
pixel) at which it is measured. We denote the entire dataset
by D = {(xi, Pi, yi)}n

i=1.

A straightforward way to regress labeled point values from
an image is by fitting a neural network via, e.g., a mean
squared error (MSE) loss on the labeled points. Consider
a neural network f : Rd1→d2 ↗ Rmω ↘ Rd1→d2 , parame-
terized by ϑ → Rmω , that receives as input an image x and
produces the values where f(x; ϑ) → Rd1→d2 at all possi-
ble points p → [d1]↗ [d2]. Parameters ϑ can thus be learned
by minimizing:

LMSE(ϑ, D) =
∑n

i=1
∑Li

ω=1
(
f

p(ε)
i

(xi; ϑ) ↓ y
(ω)
i

)2

=
∑n

i=1 ≃fPi(xi; ϑ) ↓ yi≃
2
2,

(5)

where by fPi(·; ·) we denote the restriction/projection of
the output of the neural network to the coordinates Pi.
However, Eq. (5) does not consider potential spatial cor-
relations between nearby points. Such correlations may in-
deed manifest if, e.g., measurements occur at nearby loca-
tions. As a result, the neural network trained thusly might
have a poor bias/variance trade-off, failing to exploit cor-
relations due to proximity. An additional drawback is that,

1This can be thought of an instantiation of a point process (Da-
ley et al., 2003), which is a random map from every subset
S → Rd to N (counting the number of points in this set).

2We use the notation [k] ↑ {1, . . . , k} for k ↓ N.

enforces correlations 
between the values of 
points that are proximal
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The inclusion of image-dependent kernel prediction thus
equips the model with the flexibility to adapt its learned
representations to diverse data distributions, making it ro-
bust in scenarios with heterogeneous input data. In this
case, each sample is endowed with a different kernel ki pa-
rameterized by ωi, where ωi = f

→(xi; ε
→) for some neural

network f : Rd1↑d2 → Rmω→ ↑ Rmε parameterized by
ε

→
↓ Rmω→ . Regression would then amount to minimizing

Eq. (9) w.r.t. both ε and ε
→, again via GD.

We emphasize that our approach scales gracefully to high-
dimensional inputs (e.g., high-resolution images) because
the GP computation depends primarily on the number of
labeled points L, rather than the total number of pixels;
this is true also about the partial label revelation setting dis-
cussed below. Moreover, the sparse-label setting we study
(L ↔ d1 → d2) is relevant to many distributed sensing ap-
plications. We discuss computational complexity issues in
detail in Appendix B.

4.3 Using Labels Revealed at Test/Inference Time

Using a probabilistic GP as a model allows us to ex-
ploit the presence of labeled points that may be par-
tially revealed at test/inference time. Consider the fol-
lowing partial label revelation setting, in which a few
labels are revealed at certain points in a test image.
We denote by P† and P↓ be the points with revealed
and missing labels in the test image, respectively. The
joint distribution of corresponding labels Y† and Y↓ is:
[
Y†

Y↓

]
↗ N

([
m(P†)
m(P↓)

]
,

[
k(P†

, P†) + ϑ
2
0I k(P†

, P↓)
k(P↓

, P†) k(P↓
, P↓)

])
.

Conditioned on observations Y†, the posterior distribution
of Y↓ is Gaussian with the following mean and covariance:

E[Y↓
|Y†]=m(P↓)+k(P↓

,P†)K↔1
†,†(y†

↘m(P†)), (10a)

cov(Y↓)=k(P↓
,P↓)↘k(P↓

,P†)K↔1
†,†k(P†

,P↓), (10b)

where K†,† ≃ k(P†
,P†) + ϑ

2
0I. Hence, in the presence

of a labeled point set (P†
, Y†), we can combine the esti-

mate produced by the neural network, producing the means
via Eq. (8). Thus, along with the observed values, by ex-
ploiting the available labels, Gaussian Processes can pro-
duce not only a MAP estimate of Y↓ via the expectation
in Eq. (10), but also the full Bayesian posterior, taking the
covariance into account as well.

5 EXPERIMENTS

We compare our proposed NPPs against competitors over
four different datasets (two synthetic and two real-world
datasets). We make our code publicly available. 3

3https://github.com/neu-spiral/
Neural-Point-Processes

Table 2: Dataset configurations. The column n represents
the number of images, d1 and d2 are the height and width
of an image. Lsparse and Ldense are the number of labeled
pins on an image in the sparse and dense setting. We used
five to ten times more labeled points for COWC compared
to Rotterdam due to the larger image sizes.

Dataset Point Distr. n d1 → d2 Lsparse Ldense

Synthetic Heatmaps grid 1000 28 → 28 9 100
random 1000 28 → 28 10 100

PMNIST grid 1000 28 → 28 9 100
random 1000 28 → 28 10 100

Rotterdam grid 1000 100 → 100 16 121
random 1000 100 → 100 10 100

COWC grid 1000 200 → 200 81 529
random 1000 200 → 200 100 500

We summarize our experimental setup here, and provide
additional details in Appendix C. Specifically, we describe
our dataset generation procedures, detailed network archi-
tectures, hyperparameter tuning strategies, hardware and
runtime configurations, and the formulas for all metrics
used. We also provide additional experiments analyzing
the sensitivity to kernel parameters and label sparsity.

5.1 Datasets

Our four datasets are summarized in Table 2. Synthetic
Heatmaps contains synthetic “elevation/heat maps” as in-
puts, and labels on points are determined by a GP parame-
terized by these inputs. Point MNIST (PMNIST) is MNIST
(LeCun et al., 1998) augmented with points dispersed over
the image, with labels measuring the pixel density in a re-
gion around these points. Rotterdam contains satellite im-
ages from the city of Rotterdam; point labels indicate the
density of buildings in the area surrounding each point.
COWC contains satellite images of cars with labels mea-
suring the number of cars within the region of points. Each
dataset is studied under two point distributions, grid and
random, illustrated in Figure 4 in Appendix C. Both are
studied in a sparse (Lsparse) and dense (Ldense) setting, cor-
responding to different numbers of labels L, as described in
Table 2. All datasets are described in detail in Appendix C.

5.2 Algorithms

We implement five different algorithms for regressing point
labels: Plain, i.e., training through the MSE loss in Eq. (5),
Neural Process (NP), the neural processes of Garnelo et al.
(2018b), specifically for the partial label scenario, Convolu-
tional Neural Processes (ConvNP), introduced by Gordon
et al. (2020), which explicitly embed spatial structure, and
compare them to two variants of our approach, NPP and
NPP-GP, corresponding to Eqs. (9) and (10), respectively.
In short, both use the same trained model, but in NPP-GP,
we allow the use of partial labels revealed at test time (see
Sections 4.3 and 5.4.3). Note that our competitor NP can

A quick note on complexity 
•  Our method’s complexity 

will scale with the number of 
labeled points, not with the 
image size!
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rectly predicts labels for an arbitrarily sized subset of pix-
els simultaneously. Finally, and most importantly, models
in the neural process family only operate under the partial
label revelation setting (see Sec. 4.3): they require some
labeled samples to be revealed at inference time in order to
predict remaining labels. This is again in contrast to NPPs,
which can be used even when no such labels are available.

Diffusion models (Sohl-Dickstein et al., 2015; Ho et al.,
2020) reinforce correlations across nearby pixels through
diffusion operations within latent layers. Baranchuk et al.
(2022) propose using the diffusion model as a feature ex-
tractor for semantic segmentation when ground truth labels
are scarce. The authors build a fully connected network
as a pixel-wise classifier fed with pixel-level representa-
tions from a pre-trained Denoising Diffusion Probabilistic
Model (DDPM). Exploiting correlations in the input is or-
thogonal to our approach, which attempts to exploit cor-
relations in the output; to illustrate this, we use DDPMs
(Bandara et al., 2022) as a feature extractor in our imple-
mentation of NPPs during our experimentation.

3 Background: Gaussian Processes

A vector-valued random variable x → Rn is said to have a
multivariate normal (or Gaussian) distribution with mean
µ → Rn and covariance matrix ! → Rn→n (i.e., x ↑

N (µ,!)) if

p(x;µ,!) =
exp

(
↓

1
2 (x ↓ µ)T!↑1(x ↓ µ)

)

(2ω)n/2|!|1/2 , (1)

where ! is a symmetric and positive definite and |!| is
its determinant. A Gaussian Process (GP) is a stochas-
tic process comprising (potentially infinitely many) ran-
dom variables, such that any finite subcollection has a mul-
tivariate Gaussian distribution (Do and Lee, 2020; Ras-
mussen, 2003). Formally, a collection of random variables
{g(x) : x → X } indexed by set X is a GP with mean
function m(·) and a symmetric and positive semi-definite
covariance or kernel function k(·, ·) if for any finite set of
elements x1, . . . , xm → X , the associated finite set of ran-
dom variables g(x1), . . . , g(xm) are jointly distributed as:

[
g(x1)

...
g(xm)

]
↑N

([
m(x1)

...
m(xm)

]
,

[
k(x1,x1) ... k(x1,xm)

...
. . .

...
k(xm,x1) ... k(xm,xm)

])
. (2)

We denote this succinctly via: g(·) ↑ GP(m(·), k(·, ·)).
The above properties imply that, for any x, x↓

→ X ,

m(x) = E[g(x)], (3a)
k(x, x↓) = E[(g(x) ↓ m(x))(g(x↓) ↓ m(x↓))]. (3b)

4 LEARNING NEURAL POINT
PROCESSES

We introduce the problem of sparse pixel-wise regression,
defining first MSE estimation in this context. We then in-
troduce NPPs and apply them to this setting.

4.1 Problem Formulation

For the purposes of our analysis, a point is an element in
R2, and a point set A ↔ R2 is a finite collection of points.1
As illustrated in Figure 1a, we are given images and a set
of labeled points (i.e., pixels) in them: our goal is to regress
the label at any given point from the corresponding source
image. Images could correspond to, e.g., a satellite im-
age of a specific location, or any other 2d representation of
a geographic area (e.g., a temperature or traffic map) and
points could correspond to values of measurements col-
lected at different coordinates (such as, e.g., air pollution,
humidity, cellphone signal quality, etc.) by geographically
dispersed sensors. Formally, we consider a dataset of n

images xi → Rd1→d2 , where i → [n].2 Each image xi is
associated with a labeled point set (Pi, yi), where

Pi = [p(1)
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image pixels), and y
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i → R, ε → [Li], are the correspond-

ing labels. Note that each label is indexed by the point (i.e.,
pixel) at which it is measured. We denote the entire dataset
by D = {(xi, Pi, yi)}n

i=1.

A straightforward way to regress labeled point values from
an image is by fitting a neural network via, e.g., a mean
squared error (MSE) loss on the labeled points. Consider
a neural network f : Rd1→d2 ↗ Rmω ↘ Rd1→d2 , parame-
terized by ϑ → Rmω , that receives as input an image x and
produces the values where f(x; ϑ) → Rd1→d2 at all possi-
ble points p → [d1]↗ [d2]. Parameters ϑ can thus be learned
by minimizing:
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where by fPi(·; ·) we denote the restriction/projection of
the output of the neural network to the coordinates Pi.
However, Eq. (5) does not consider potential spatial cor-
relations between nearby points. Such correlations may in-
deed manifest if, e.g., measurements occur at nearby loca-
tions. As a result, the neural network trained thusly might
have a poor bias/variance trade-off, failing to exploit cor-
relations due to proximity. An additional drawback is that,

1This can be thought of an instantiation of a point process (Da-
ley et al., 2003), which is a random map from every subset
S → Rd to N (counting the number of points in this set).

2We use the notation [k] ↑ {1, . . . , k} for k ↓ N.
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rectly predicts labels for an arbitrarily sized subset of pix-
els simultaneously. Finally, and most importantly, models
in the neural process family only operate under the partial
label revelation setting (see Sec. 4.3): they require some
labeled samples to be revealed at inference time in order to
predict remaining labels. This is again in contrast to NPPs,
which can be used even when no such labels are available.

Diffusion models (Sohl-Dickstein et al., 2015; Ho et al.,
2020) reinforce correlations across nearby pixels through
diffusion operations within latent layers. Baranchuk et al.
(2022) propose using the diffusion model as a feature ex-
tractor for semantic segmentation when ground truth labels
are scarce. The authors build a fully connected network
as a pixel-wise classifier fed with pixel-level representa-
tions from a pre-trained Denoising Diffusion Probabilistic
Model (DDPM). Exploiting correlations in the input is or-
thogonal to our approach, which attempts to exploit cor-
relations in the output; to illustrate this, we use DDPMs
(Bandara et al., 2022) as a feature extractor in our imple-
mentation of NPPs during our experimentation.

3 Background: Gaussian Processes

A vector-valued random variable x → Rn is said to have a
multivariate normal (or Gaussian) distribution with mean
µ → Rn and covariance matrix ! → Rn→n (i.e., x ↑

N (µ,!)) if

p(x;µ,!) =
exp

(
↓

1
2 (x ↓ µ)T!↑1(x ↓ µ)

)

(2ω)n/2|!|1/2 , (1)

where ! is a symmetric and positive definite and |!| is
its determinant. A Gaussian Process (GP) is a stochas-
tic process comprising (potentially infinitely many) ran-
dom variables, such that any finite subcollection has a mul-
tivariate Gaussian distribution (Do and Lee, 2020; Ras-
mussen, 2003). Formally, a collection of random variables
{g(x) : x → X } indexed by set X is a GP with mean
function m(·) and a symmetric and positive semi-definite
covariance or kernel function k(·, ·) if for any finite set of
elements x1, . . . , xm → X , the associated finite set of ran-
dom variables g(x1), . . . , g(xm) are jointly distributed as:

[
g(x1)

...
g(xm)

]
↑N
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m(x1)

...
m(xm)

]
,

[
k(x1,x1) ... k(x1,xm)

...
. . .

...
k(xm,x1) ... k(xm,xm)

])
. (2)

We denote this succinctly via: g(·) ↑ GP(m(·), k(·, ·)).
The above properties imply that, for any x, x↓

→ X ,

m(x) = E[g(x)], (3a)
k(x, x↓) = E[(g(x) ↓ m(x))(g(x↓) ↓ m(x↓))]. (3b)
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the output of the neural network to the coordinates Pi.
However, Eq. (5) does not consider potential spatial cor-
relations between nearby points. Such correlations may in-
deed manifest if, e.g., measurements occur at nearby loca-
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predict remaining labels. This is again in contrast to NPPs,
which can be used even when no such labels are available.
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tractor for semantic segmentation when ground truth labels
are scarce. The authors build a fully connected network
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thogonal to our approach, which attempts to exploit cor-
relations in the output; to illustrate this, we use DDPMs
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mentation of NPPs during our experimentation.
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A straightforward way to regress labeled point values from
an image is by fitting a neural network via, e.g., a mean
squared error (MSE) loss on the labeled points. Consider
a neural network f : Rd1→d2 ↗ Rmω ↘ Rd1→d2 , parame-
terized by ϑ → Rmω , that receives as input an image x and
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where by fPi(·; ·) we denote the restriction/projection of
the output of the neural network to the coordinates Pi.
However, Eq. (5) does not consider potential spatial cor-
relations between nearby points. Such correlations may in-
deed manifest if, e.g., measurements occur at nearby loca-
tions. As a result, the neural network trained thusly might
have a poor bias/variance trade-off, failing to exploit cor-
relations due to proximity. An additional drawback is that,
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rectly predicts labels for an arbitrarily sized subset of pix-
els simultaneously. Finally, and most importantly, models
in the neural process family only operate under the partial
label revelation setting (see Sec. 4.3): they require some
labeled samples to be revealed at inference time in order to
predict remaining labels. This is again in contrast to NPPs,
which can be used even when no such labels are available.

Diffusion models (Sohl-Dickstein et al., 2015; Ho et al.,
2020) reinforce correlations across nearby pixels through
diffusion operations within latent layers. Baranchuk et al.
(2022) propose using the diffusion model as a feature ex-
tractor for semantic segmentation when ground truth labels
are scarce. The authors build a fully connected network
as a pixel-wise classifier fed with pixel-level representa-
tions from a pre-trained Denoising Diffusion Probabilistic
Model (DDPM). Exploiting correlations in the input is or-
thogonal to our approach, which attempts to exploit cor-
relations in the output; to illustrate this, we use DDPMs
(Bandara et al., 2022) as a feature extractor in our imple-
mentation of NPPs during our experimentation.

3 Background: Gaussian Processes

A vector-valued random variable x → Rn is said to have a
multivariate normal (or Gaussian) distribution with mean
µ → Rn and covariance matrix ! → Rn→n (i.e., x ↑
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where ! is a symmetric and positive definite and |!| is
its determinant. A Gaussian Process (GP) is a stochas-
tic process comprising (potentially infinitely many) ran-
dom variables, such that any finite subcollection has a mul-
tivariate Gaussian distribution (Do and Lee, 2020; Ras-
mussen, 2003). Formally, a collection of random variables
{g(x) : x → X } indexed by set X is a GP with mean
function m(·) and a symmetric and positive semi-definite
covariance or kernel function k(·, ·) if for any finite set of
elements x1, . . . , xm → X , the associated finite set of ran-
dom variables g(x1), . . . , g(xm) are jointly distributed as:
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We denote this succinctly via: g(·) ↑ GP(m(·), k(·, ·)).
The above properties imply that, for any x, x↓

→ X ,

m(x) = E[g(x)], (3a)
k(x, x↓) = E[(g(x) ↓ m(x))(g(x↓) ↓ m(x↓))]. (3b)
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pixel) at which it is measured. We denote the entire dataset
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A straightforward way to regress labeled point values from
an image is by fitting a neural network via, e.g., a mean
squared error (MSE) loss on the labeled points. Consider
a neural network f : Rd1→d2 ↗ Rmω ↘ Rd1→d2 , parame-
terized by ϑ → Rmω , that receives as input an image x and
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where by fPi(·; ·) we denote the restriction/projection of
the output of the neural network to the coordinates Pi.
However, Eq. (5) does not consider potential spatial cor-
relations between nearby points. Such correlations may in-
deed manifest if, e.g., measurements occur at nearby loca-
tions. As a result, the neural network trained thusly might
have a poor bias/variance trade-off, failing to exploit cor-
relations due to proximity. An additional drawback is that,

1This can be thought of an instantiation of a point process (Da-
ley et al., 2003), which is a random map from every subset
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labeled samples to be revealed at inference time in order to
predict remaining labels. This is again in contrast to NPPs,
which can be used even when no such labels are available.
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2020) reinforce correlations across nearby pixels through
diffusion operations within latent layers. Baranchuk et al.
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are scarce. The authors build a fully connected network
as a pixel-wise classifier fed with pixel-level representa-
tions from a pre-trained Denoising Diffusion Probabilistic
Model (DDPM). Exploiting correlations in the input is or-
thogonal to our approach, which attempts to exploit cor-
relations in the output; to illustrate this, we use DDPMs
(Bandara et al., 2022) as a feature extractor in our imple-
mentation of NPPs during our experimentation.
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where by fPi(·; ·) we denote the restriction/projection of
the output of the neural network to the coordinates Pi.
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relations due to proximity. An additional drawback is that,

1This can be thought of an instantiation of a point process (Da-
ley et al., 2003), which is a random map from every subset
S → Rd to N (counting the number of points in this set).

2We use the notation [k] ↑ {1, . . . , k} for k ↓ N.

 When partial labels are available, we can compute the posterior distribution over predictions for the rest 

of the points we want to predict, namely                       

• Conditioned on observations        , the posterior distribution of          is Gaussian with the following mean and covariance:

         where

• This provides refined estimates and quantifies uncertainty — a full Bayesian posterior

• Check our Partial Label Revelation Experiments in the results
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The inclusion of image-dependent kernel prediction thus
equips the model with the flexibility to adapt its learned
representations to diverse data distributions, making it ro-
bust in scenarios with heterogeneous input data. In this
case, each sample is endowed with a different kernel ki pa-
rameterized by ωi, where ωi = f

→(xi; ε
→) for some neural

network f : Rd1↑d2 → Rmω→ ↑ Rmε parameterized by
ε

→
↓ Rmω→ . Regression would then amount to minimizing

Eq. (9) w.r.t. both ε and ε
→, again via GD.

We emphasize that our approach scales gracefully to high-
dimensional inputs (e.g., high-resolution images) because
the GP computation depends primarily on the number of
labeled points L, rather than the total number of pixels;
this is true also about the partial label revelation setting dis-
cussed below. Moreover, the sparse-label setting we study
(L ↔ d1 → d2) is relevant to many distributed sensing ap-
plications. We discuss computational complexity issues in
detail in Appendix B.

4.3 Using Labels Revealed at Test/Inference Time

Using a probabilistic GP as a model allows us to ex-
ploit the presence of labeled points that may be par-
tially revealed at test/inference time. Consider the fol-
lowing partial label revelation setting, in which a few
labels are revealed at certain points in a test image.
We denote by P† and P↓ be the points with revealed
and missing labels in the test image, respectively. The
joint distribution of corresponding labels Y† and Y↓ is:
[
Y†

Y↓

]
↗ N

([
m(P†)
m(P↓)

]
,

[
k(P†

, P†) + ϑ
2
0I k(P†

, P↓)
k(P↓

, P†) k(P↓
, P↓)

])
.

Conditioned on observations Y†, the posterior distribution
of Y↓ is Gaussian with the following mean and covariance:

E[Y↓
|Y†]=m(P↓)+k(P↓

,P†)K↔1
†,†(y†

↘m(P†)), (10a)

cov(Y↓)=k(P↓
,P↓)↘k(P↓

,P†)K↔1
†,†k(P†

,P↓), (10b)

where K†,† ≃ k(P†
,P†) + ϑ

2
0I. Hence, in the presence

of a labeled point set (P†
, Y†), we can combine the esti-

mate produced by the neural network, producing the means
via Eq. (8). Thus, along with the observed values, by ex-
ploiting the available labels, Gaussian Processes can pro-
duce not only a MAP estimate of Y↓ via the expectation
in Eq. (10), but also the full Bayesian posterior, taking the
covariance into account as well.

5 EXPERIMENTS

We compare our proposed NPPs against competitors over
four different datasets (two synthetic and two real-world
datasets). We make our code publicly available. 3

3https://github.com/neu-spiral/
Neural-Point-Processes

Table 2: Dataset configurations. The column n represents
the number of images, d1 and d2 are the height and width
of an image. Lsparse and Ldense are the number of labeled
pins on an image in the sparse and dense setting. We used
five to ten times more labeled points for COWC compared
to Rotterdam due to the larger image sizes.

Dataset Point Distr. n d1 → d2 Lsparse Ldense

Synthetic Heatmaps grid 1000 28 → 28 9 100
random 1000 28 → 28 10 100

PMNIST grid 1000 28 → 28 9 100
random 1000 28 → 28 10 100

Rotterdam grid 1000 100 → 100 16 121
random 1000 100 → 100 10 100

COWC grid 1000 200 → 200 81 529
random 1000 200 → 200 100 500

We summarize our experimental setup here, and provide
additional details in Appendix C. Specifically, we describe
our dataset generation procedures, detailed network archi-
tectures, hyperparameter tuning strategies, hardware and
runtime configurations, and the formulas for all metrics
used. We also provide additional experiments analyzing
the sensitivity to kernel parameters and label sparsity.

5.1 Datasets

Our four datasets are summarized in Table 2. Synthetic
Heatmaps contains synthetic “elevation/heat maps” as in-
puts, and labels on points are determined by a GP parame-
terized by these inputs. Point MNIST (PMNIST) is MNIST
(LeCun et al., 1998) augmented with points dispersed over
the image, with labels measuring the pixel density in a re-
gion around these points. Rotterdam contains satellite im-
ages from the city of Rotterdam; point labels indicate the
density of buildings in the area surrounding each point.
COWC contains satellite images of cars with labels mea-
suring the number of cars within the region of points. Each
dataset is studied under two point distributions, grid and
random, illustrated in Figure 4 in Appendix C. Both are
studied in a sparse (Lsparse) and dense (Ldense) setting, cor-
responding to different numbers of labels L, as described in
Table 2. All datasets are described in detail in Appendix C.

5.2 Algorithms

We implement five different algorithms for regressing point
labels: Plain, i.e., training through the MSE loss in Eq. (5),
Neural Process (NP), the neural processes of Garnelo et al.
(2018b), specifically for the partial label scenario, Convolu-
tional Neural Processes (ConvNP), introduced by Gordon
et al. (2020), which explicitly embed spatial structure, and
compare them to two variants of our approach, NPP and
NPP-GP, corresponding to Eqs. (9) and (10), respectively.
In short, both use the same trained model, but in NPP-GP,
we allow the use of partial labels revealed at test time (see
Sections 4.3 and 5.4.3). Note that our competitor NP can
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The inclusion of image-dependent kernel prediction thus
equips the model with the flexibility to adapt its learned
representations to diverse data distributions, making it ro-
bust in scenarios with heterogeneous input data. In this
case, each sample is endowed with a different kernel ki pa-
rameterized by ωi, where ωi = f

→(xi; ε
→) for some neural

network f : Rd1↑d2 → Rmω→ ↑ Rmε parameterized by
ε

→
↓ Rmω→ . Regression would then amount to minimizing

Eq. (9) w.r.t. both ε and ε
→, again via GD.

We emphasize that our approach scales gracefully to high-
dimensional inputs (e.g., high-resolution images) because
the GP computation depends primarily on the number of
labeled points L, rather than the total number of pixels;
this is true also about the partial label revelation setting dis-
cussed below. Moreover, the sparse-label setting we study
(L ↔ d1 → d2) is relevant to many distributed sensing ap-
plications. We discuss computational complexity issues in
detail in Appendix B.

4.3 Using Labels Revealed at Test/Inference Time

Using a probabilistic GP as a model allows us to ex-
ploit the presence of labeled points that may be par-
tially revealed at test/inference time. Consider the fol-
lowing partial label revelation setting, in which a few
labels are revealed at certain points in a test image.
We denote by P† and P↓ be the points with revealed
and missing labels in the test image, respectively. The
joint distribution of corresponding labels Y† and Y↓ is:
[
Y†

Y↓

]
↗ N

([
m(P†)
m(P↓)

]
,

[
k(P†

, P†) + ϑ
2
0I k(P†

, P↓)
k(P↓

, P†) k(P↓
, P↓)

])
.

Conditioned on observations Y†, the posterior distribution
of Y↓ is Gaussian with the following mean and covariance:

E[Y↓
|Y†]=m(P↓)+k(P↓

,P†)K↔1
†,†(y†

↘m(P†)), (10a)

cov(Y↓)=k(P↓
,P↓)↘k(P↓

,P†)K↔1
†,†k(P†

,P↓), (10b)

where K†,† ≃ k(P†
,P†) + ϑ

2
0I. Hence, in the presence

of a labeled point set (P†
, Y†), we can combine the esti-

mate produced by the neural network, producing the means
via Eq. (8). Thus, along with the observed values, by ex-
ploiting the available labels, Gaussian Processes can pro-
duce not only a MAP estimate of Y↓ via the expectation
in Eq. (10), but also the full Bayesian posterior, taking the
covariance into account as well.

5 EXPERIMENTS

We compare our proposed NPPs against competitors over
four different datasets (two synthetic and two real-world
datasets). We make our code publicly available. 3

3https://github.com/neu-spiral/
Neural-Point-Processes

Table 2: Dataset configurations. The column n represents
the number of images, d1 and d2 are the height and width
of an image. Lsparse and Ldense are the number of labeled
pins on an image in the sparse and dense setting. We used
five to ten times more labeled points for COWC compared
to Rotterdam due to the larger image sizes.

Dataset Point Distr. n d1 → d2 Lsparse Ldense

Synthetic Heatmaps grid 1000 28 → 28 9 100
random 1000 28 → 28 10 100

PMNIST grid 1000 28 → 28 9 100
random 1000 28 → 28 10 100

Rotterdam grid 1000 100 → 100 16 121
random 1000 100 → 100 10 100

COWC grid 1000 200 → 200 81 529
random 1000 200 → 200 100 500

We summarize our experimental setup here, and provide
additional details in Appendix C. Specifically, we describe
our dataset generation procedures, detailed network archi-
tectures, hyperparameter tuning strategies, hardware and
runtime configurations, and the formulas for all metrics
used. We also provide additional experiments analyzing
the sensitivity to kernel parameters and label sparsity.

5.1 Datasets

Our four datasets are summarized in Table 2. Synthetic
Heatmaps contains synthetic “elevation/heat maps” as in-
puts, and labels on points are determined by a GP parame-
terized by these inputs. Point MNIST (PMNIST) is MNIST
(LeCun et al., 1998) augmented with points dispersed over
the image, with labels measuring the pixel density in a re-
gion around these points. Rotterdam contains satellite im-
ages from the city of Rotterdam; point labels indicate the
density of buildings in the area surrounding each point.
COWC contains satellite images of cars with labels mea-
suring the number of cars within the region of points. Each
dataset is studied under two point distributions, grid and
random, illustrated in Figure 4 in Appendix C. Both are
studied in a sparse (Lsparse) and dense (Ldense) setting, cor-
responding to different numbers of labels L, as described in
Table 2. All datasets are described in detail in Appendix C.

5.2 Algorithms

We implement five different algorithms for regressing point
labels: Plain, i.e., training through the MSE loss in Eq. (5),
Neural Process (NP), the neural processes of Garnelo et al.
(2018b), specifically for the partial label scenario, Convolu-
tional Neural Processes (ConvNP), introduced by Gordon
et al. (2020), which explicitly embed spatial structure, and
compare them to two variants of our approach, NPP and
NPP-GP, corresponding to Eqs. (9) and (10), respectively.
In short, both use the same trained model, but in NPP-GP,
we allow the use of partial labels revealed at test time (see
Sections 4.3 and 5.4.3). Note that our competitor NP can
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The inclusion of image-dependent kernel prediction thus
equips the model with the flexibility to adapt its learned
representations to diverse data distributions, making it ro-
bust in scenarios with heterogeneous input data. In this
case, each sample is endowed with a different kernel ki pa-
rameterized by ωi, where ωi = f

→(xi; ε
→) for some neural

network f : Rd1↑d2 → Rmω→ ↑ Rmε parameterized by
ε

→
↓ Rmω→ . Regression would then amount to minimizing

Eq. (9) w.r.t. both ε and ε
→, again via GD.

We emphasize that our approach scales gracefully to high-
dimensional inputs (e.g., high-resolution images) because
the GP computation depends primarily on the number of
labeled points L, rather than the total number of pixels;
this is true also about the partial label revelation setting dis-
cussed below. Moreover, the sparse-label setting we study
(L ↔ d1 → d2) is relevant to many distributed sensing ap-
plications. We discuss computational complexity issues in
detail in Appendix B.

4.3 Using Labels Revealed at Test/Inference Time

Using a probabilistic GP as a model allows us to ex-
ploit the presence of labeled points that may be par-
tially revealed at test/inference time. Consider the fol-
lowing partial label revelation setting, in which a few
labels are revealed at certain points in a test image.
We denote by P† and P↓ be the points with revealed
and missing labels in the test image, respectively. The
joint distribution of corresponding labels Y† and Y↓ is:
[
Y†

Y↓

]
↗ N

([
m(P†)
m(P↓)

]
,

[
k(P†

, P†) + ϑ
2
0I k(P†

, P↓)
k(P↓

, P†) k(P↓
, P↓)

])
.

Conditioned on observations Y†, the posterior distribution
of Y↓ is Gaussian with the following mean and covariance:

E[Y↓
|Y†]=m(P↓)+k(P↓

,P†)K↔1
†,†(y†

↘m(P†)), (10a)

cov(Y↓)=k(P↓
,P↓)↘k(P↓

,P†)K↔1
†,†k(P†

,P↓), (10b)

where K†,† ≃ k(P†
,P†) + ϑ

2
0I. Hence, in the presence

of a labeled point set (P†
, Y†), we can combine the esti-

mate produced by the neural network, producing the means
via Eq. (8). Thus, along with the observed values, by ex-
ploiting the available labels, Gaussian Processes can pro-
duce not only a MAP estimate of Y↓ via the expectation
in Eq. (10), but also the full Bayesian posterior, taking the
covariance into account as well.

5 EXPERIMENTS

We compare our proposed NPPs against competitors over
four different datasets (two synthetic and two real-world
datasets). We make our code publicly available. 3

3https://github.com/neu-spiral/
Neural-Point-Processes

Table 2: Dataset configurations. The column n represents
the number of images, d1 and d2 are the height and width
of an image. Lsparse and Ldense are the number of labeled
pins on an image in the sparse and dense setting. We used
five to ten times more labeled points for COWC compared
to Rotterdam due to the larger image sizes.

Dataset Point Distr. n d1 → d2 Lsparse Ldense

Synthetic Heatmaps grid 1000 28 → 28 9 100
random 1000 28 → 28 10 100

PMNIST grid 1000 28 → 28 9 100
random 1000 28 → 28 10 100

Rotterdam grid 1000 100 → 100 16 121
random 1000 100 → 100 10 100

COWC grid 1000 200 → 200 81 529
random 1000 200 → 200 100 500

We summarize our experimental setup here, and provide
additional details in Appendix C. Specifically, we describe
our dataset generation procedures, detailed network archi-
tectures, hyperparameter tuning strategies, hardware and
runtime configurations, and the formulas for all metrics
used. We also provide additional experiments analyzing
the sensitivity to kernel parameters and label sparsity.

5.1 Datasets

Our four datasets are summarized in Table 2. Synthetic
Heatmaps contains synthetic “elevation/heat maps” as in-
puts, and labels on points are determined by a GP parame-
terized by these inputs. Point MNIST (PMNIST) is MNIST
(LeCun et al., 1998) augmented with points dispersed over
the image, with labels measuring the pixel density in a re-
gion around these points. Rotterdam contains satellite im-
ages from the city of Rotterdam; point labels indicate the
density of buildings in the area surrounding each point.
COWC contains satellite images of cars with labels mea-
suring the number of cars within the region of points. Each
dataset is studied under two point distributions, grid and
random, illustrated in Figure 4 in Appendix C. Both are
studied in a sparse (Lsparse) and dense (Ldense) setting, cor-
responding to different numbers of labels L, as described in
Table 2. All datasets are described in detail in Appendix C.

5.2 Algorithms

We implement five different algorithms for regressing point
labels: Plain, i.e., training through the MSE loss in Eq. (5),
Neural Process (NP), the neural processes of Garnelo et al.
(2018b), specifically for the partial label scenario, Convolu-
tional Neural Processes (ConvNP), introduced by Gordon
et al. (2020), which explicitly embed spatial structure, and
compare them to two variants of our approach, NPP and
NPP-GP, corresponding to Eqs. (9) and (10), respectively.
In short, both use the same trained model, but in NPP-GP,
we allow the use of partial labels revealed at test time (see
Sections 4.3 and 5.4.3). Note that our competitor NP can
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The inclusion of image-dependent kernel prediction thus
equips the model with the flexibility to adapt its learned
representations to diverse data distributions, making it ro-
bust in scenarios with heterogeneous input data. In this
case, each sample is endowed with a different kernel ki pa-
rameterized by ωi, where ωi = f

→(xi; ε
→) for some neural

network f : Rd1↑d2 → Rmω→ ↑ Rmε parameterized by
ε

→
↓ Rmω→ . Regression would then amount to minimizing

Eq. (9) w.r.t. both ε and ε
→, again via GD.

We emphasize that our approach scales gracefully to high-
dimensional inputs (e.g., high-resolution images) because
the GP computation depends primarily on the number of
labeled points L, rather than the total number of pixels;
this is true also about the partial label revelation setting dis-
cussed below. Moreover, the sparse-label setting we study
(L ↔ d1 → d2) is relevant to many distributed sensing ap-
plications. We discuss computational complexity issues in
detail in Appendix B.

4.3 Using Labels Revealed at Test/Inference Time

Using a probabilistic GP as a model allows us to ex-
ploit the presence of labeled points that may be par-
tially revealed at test/inference time. Consider the fol-
lowing partial label revelation setting, in which a few
labels are revealed at certain points in a test image.
We denote by P† and P↓ be the points with revealed
and missing labels in the test image, respectively. The
joint distribution of corresponding labels Y† and Y↓ is:
[
Y†

Y↓

]
↗ N

([
m(P†)
m(P↓)

]
,

[
k(P†

, P†) + ϑ
2
0I k(P†

, P↓)
k(P↓

, P†) k(P↓
, P↓)

])
.

Conditioned on observations Y†, the posterior distribution
of Y↓ is Gaussian with the following mean and covariance:

E[Y↓
|Y†]=m(P↓)+k(P↓

,P†)K↔1
†,†(y†

↘m(P†)), (10a)

cov(Y↓)=k(P↓
,P↓)↘k(P↓

,P†)K↔1
†,†k(P†

,P↓), (10b)

where K†,† ≃ k(P†
,P†) + ϑ

2
0I. Hence, in the presence

of a labeled point set (P†
, Y†), we can combine the esti-

mate produced by the neural network, producing the means
via Eq. (8). Thus, along with the observed values, by ex-
ploiting the available labels, Gaussian Processes can pro-
duce not only a MAP estimate of Y↓ via the expectation
in Eq. (10), but also the full Bayesian posterior, taking the
covariance into account as well.

5 EXPERIMENTS

We compare our proposed NPPs against competitors over
four different datasets (two synthetic and two real-world
datasets). We make our code publicly available. 3

3https://github.com/neu-spiral/
Neural-Point-Processes

Table 2: Dataset configurations. The column n represents
the number of images, d1 and d2 are the height and width
of an image. Lsparse and Ldense are the number of labeled
pins on an image in the sparse and dense setting. We used
five to ten times more labeled points for COWC compared
to Rotterdam due to the larger image sizes.

Dataset Point Distr. n d1 → d2 Lsparse Ldense

Synthetic Heatmaps grid 1000 28 → 28 9 100
random 1000 28 → 28 10 100

PMNIST grid 1000 28 → 28 9 100
random 1000 28 → 28 10 100

Rotterdam grid 1000 100 → 100 16 121
random 1000 100 → 100 10 100

COWC grid 1000 200 → 200 81 529
random 1000 200 → 200 100 500

We summarize our experimental setup here, and provide
additional details in Appendix C. Specifically, we describe
our dataset generation procedures, detailed network archi-
tectures, hyperparameter tuning strategies, hardware and
runtime configurations, and the formulas for all metrics
used. We also provide additional experiments analyzing
the sensitivity to kernel parameters and label sparsity.

5.1 Datasets

Our four datasets are summarized in Table 2. Synthetic
Heatmaps contains synthetic “elevation/heat maps” as in-
puts, and labels on points are determined by a GP parame-
terized by these inputs. Point MNIST (PMNIST) is MNIST
(LeCun et al., 1998) augmented with points dispersed over
the image, with labels measuring the pixel density in a re-
gion around these points. Rotterdam contains satellite im-
ages from the city of Rotterdam; point labels indicate the
density of buildings in the area surrounding each point.
COWC contains satellite images of cars with labels mea-
suring the number of cars within the region of points. Each
dataset is studied under two point distributions, grid and
random, illustrated in Figure 4 in Appendix C. Both are
studied in a sparse (Lsparse) and dense (Ldense) setting, cor-
responding to different numbers of labels L, as described in
Table 2. All datasets are described in detail in Appendix C.

5.2 Algorithms

We implement five different algorithms for regressing point
labels: Plain, i.e., training through the MSE loss in Eq. (5),
Neural Process (NP), the neural processes of Garnelo et al.
(2018b), specifically for the partial label scenario, Convolu-
tional Neural Processes (ConvNP), introduced by Gordon
et al. (2020), which explicitly embed spatial structure, and
compare them to two variants of our approach, NPP and
NPP-GP, corresponding to Eqs. (9) and (10), respectively.
In short, both use the same trained model, but in NPP-GP,
we allow the use of partial labels revealed at test time (see
Sections 4.3 and 5.4.3). Note that our competitor NP can
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The inclusion of image-dependent kernel prediction thus
equips the model with the flexibility to adapt its learned
representations to diverse data distributions, making it ro-
bust in scenarios with heterogeneous input data. In this
case, each sample is endowed with a different kernel ki pa-
rameterized by ωi, where ωi = f

→(xi; ε
→) for some neural

network f : Rd1↑d2 → Rmω→ ↑ Rmε parameterized by
ε

→
↓ Rmω→ . Regression would then amount to minimizing

Eq. (9) w.r.t. both ε and ε
→, again via GD.

We emphasize that our approach scales gracefully to high-
dimensional inputs (e.g., high-resolution images) because
the GP computation depends primarily on the number of
labeled points L, rather than the total number of pixels;
this is true also about the partial label revelation setting dis-
cussed below. Moreover, the sparse-label setting we study
(L ↔ d1 → d2) is relevant to many distributed sensing ap-
plications. We discuss computational complexity issues in
detail in Appendix B.

4.3 Using Labels Revealed at Test/Inference Time

Using a probabilistic GP as a model allows us to ex-
ploit the presence of labeled points that may be par-
tially revealed at test/inference time. Consider the fol-
lowing partial label revelation setting, in which a few
labels are revealed at certain points in a test image.
We denote by P† and P↓ be the points with revealed
and missing labels in the test image, respectively. The
joint distribution of corresponding labels Y† and Y↓ is:
[
Y†

Y↓

]
↗ N

([
m(P†)
m(P↓)

]
,

[
k(P†

, P†) + ϑ
2
0I k(P†

, P↓)
k(P↓

, P†) k(P↓
, P↓)

])
.

Conditioned on observations Y†, the posterior distribution
of Y↓ is Gaussian with the following mean and covariance:

E[Y↓
|Y†]=m(P↓)+k(P↓

,P†)K↔1
†,†(y†

↘m(P†)), (10a)

cov(Y↓)=k(P↓
,P↓)↘k(P↓

,P†)K↔1
†,†k(P†

,P↓), (10b)

where K†,† ≃ k(P†
,P†) + ϑ

2
0I. Hence, in the presence

of a labeled point set (P†
, Y†), we can combine the esti-

mate produced by the neural network, producing the means
via Eq. (8). Thus, along with the observed values, by ex-
ploiting the available labels, Gaussian Processes can pro-
duce not only a MAP estimate of Y↓ via the expectation
in Eq. (10), but also the full Bayesian posterior, taking the
covariance into account as well.

5 EXPERIMENTS

We compare our proposed NPPs against competitors over
four different datasets (two synthetic and two real-world
datasets). We make our code publicly available. 3

3https://github.com/neu-spiral/
Neural-Point-Processes

Table 2: Dataset configurations. The column n represents
the number of images, d1 and d2 are the height and width
of an image. Lsparse and Ldense are the number of labeled
pins on an image in the sparse and dense setting. We used
five to ten times more labeled points for COWC compared
to Rotterdam due to the larger image sizes.

Dataset Point Distr. n d1 → d2 Lsparse Ldense

Synthetic Heatmaps grid 1000 28 → 28 9 100
random 1000 28 → 28 10 100

PMNIST grid 1000 28 → 28 9 100
random 1000 28 → 28 10 100

Rotterdam grid 1000 100 → 100 16 121
random 1000 100 → 100 10 100

COWC grid 1000 200 → 200 81 529
random 1000 200 → 200 100 500

We summarize our experimental setup here, and provide
additional details in Appendix C. Specifically, we describe
our dataset generation procedures, detailed network archi-
tectures, hyperparameter tuning strategies, hardware and
runtime configurations, and the formulas for all metrics
used. We also provide additional experiments analyzing
the sensitivity to kernel parameters and label sparsity.

5.1 Datasets

Our four datasets are summarized in Table 2. Synthetic
Heatmaps contains synthetic “elevation/heat maps” as in-
puts, and labels on points are determined by a GP parame-
terized by these inputs. Point MNIST (PMNIST) is MNIST
(LeCun et al., 1998) augmented with points dispersed over
the image, with labels measuring the pixel density in a re-
gion around these points. Rotterdam contains satellite im-
ages from the city of Rotterdam; point labels indicate the
density of buildings in the area surrounding each point.
COWC contains satellite images of cars with labels mea-
suring the number of cars within the region of points. Each
dataset is studied under two point distributions, grid and
random, illustrated in Figure 4 in Appendix C. Both are
studied in a sparse (Lsparse) and dense (Ldense) setting, cor-
responding to different numbers of labels L, as described in
Table 2. All datasets are described in detail in Appendix C.

5.2 Algorithms

We implement five different algorithms for regressing point
labels: Plain, i.e., training through the MSE loss in Eq. (5),
Neural Process (NP), the neural processes of Garnelo et al.
(2018b), specifically for the partial label scenario, Convolu-
tional Neural Processes (ConvNP), introduced by Gordon
et al. (2020), which explicitly embed spatial structure, and
compare them to two variants of our approach, NPP and
NPP-GP, corresponding to Eqs. (9) and (10), respectively.
In short, both use the same trained model, but in NPP-GP,
we allow the use of partial labels revealed at test time (see
Sections 4.3 and 5.4.3). Note that our competitor NP can
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Sample Image A           Plain (grid)                NPP (grid)          Plain (random)       NPP (random)

• Heatmaps from NPP 
better align with car-
dense areas like parking 
lots and building edges

 We compare predictions 
from different models on 
two sample test images 
from the COWC dataset 
(car counts per pixel)

Sample Image A           Plain (grid)                NPP (grid)          Plain (random)       NPP (random)


